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“They Can Only Ever Guide:” How an Open Source Software
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Unlike in commercial software development, open source software (OSS) projects do not generally have
managers with direct control over how developers spend their time, yet for projects with large, diverse sets of
contributors, the need exists to focus and steer development in a particular direction in a coordinated way.
This is especially important for “infrastructure” projects, such as critical libraries and programming languages
that many other people depend on. Some projects have taken the approach of borrowing planning tools that
originated in commercial development, despite the fact that these techniques were designed for very different
contexts, e.g. strong top-down control and profit motives. Little research has been done to understand how
these practices are adapted to a new context. In this paper, we examine the Rust project’s use of roadmaps: how
has an important OSS infrastructure project adapted an inherently top-down tool to the freewheeling world of
0OSS? We find that because Rust’s roadmaps are built in part by summarizing what motivated developers most
prefer to work on, they are in some ways more a description of the motivated labor available than they are a
directive that the community move in a particular direction. They allow the community to avoid wasting time
on unpopular proposals by revealing that there will be little help in building them, and encouraging work on
popular features by making visible the amount of consensus in those features. Roadmaps generate a collective
focus without limiting the full scope of what developers work on: roadmap issues consume proportionally
more effort than other issues, but constitute a minority of the work done (i.e issues and pull requests made) by
both central and peripheral participants. They also create transparency among and beyond the community
into what central contributors’ plans are, and allow more rational decision-making by providing a way for
evidence about community needs to be linked to decision-making.
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1 INTRODUCTION

Open source software (OSS) has come to fulfill an infrastructure role in the economy. Eghbal [26]
highlights OSS projects such as MySQL and Ruby that both OSS and industrial projects depend on
heavily, but are themselves non-profit OSS projects. To fulfill an infrastructural role, there needs to
be careful coordination among maintainers and users of the infrastructure [68], who are doing the
work on behalf of different companies or foundations, or perhaps as volunteers. Good coordination
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is especially important for infrastructure projects, since by definition the project is an essential
underpinning of many other projects: poorly-considered changes can damage these stakeholders
more than they would if the project was merely an incidental dependency of other projects, that
they could simply swap out for an alternative. Coordination of work in self-organizing systems[27]
poses a difficult and important problem in CSCW.

How can software infrastructure projects ensure that they will not only be maintained in
the future, but will preserve values that their users depend on? Unlike in commercial software
development, in OSS “developer community” [78] software projects there is no manager who has
direct control over which features or attributes developers choose to spend their time on, yet these
projects still need to somehow coordinate, stabilize, and make visible their development priorities.
Open source projects do have governance, but governance models do not generally dictate what
features will be added and when. For example, even in the highly orchestrated work in the Linux
kernel, there are multiple coordination processes, driven by the open source norm that contributors
self-select their tasks [75].

Much preexisting work in CSCW has focused on the tensions between infrastructure contribu-
tors’ work on infrastructure and their own priorities, often driven by the primary work they do that
the infrastructure is intended to support. For example in scientific software written by academic
collaborators, short-term paper deadlines can lead people to focus on needed new features over
long-term maintainability [68]; on the other hand infrastructure development can offer contributors
new opportunities leading them to realign their own priorities [11], perhaps helping build consen-
sus. Researchers have identified a broad spectrum of ways that OSS communities can organize
themselves to coordinate development and avoid tragedy-of-the-commons problems [50], but in
some cases preexisting social networks among contributors drive much of the work done [46].
Some OSS projects have taken the approach of borrowing planning tools that originated in com-
mercial development, milestones and issue tracking (e.g. Scala !), beta testing (e.g. PostgreSQL %)
or roadmaps (e.g. Rust), despite the fact that these techniques were originally conceived for very
different contexts, i.e. strong top-down control and profit motives, in which executives and man-
agers make final decisions about goals and timelines, and rank-and-file developers are responsible
for carrying out these plans. Developers in open source communities, in contrast, are often free to
choose their own tasks, so this bottom-up power may have an impact on how planning tools work
in the open-source world.

Investigating how diverse OSS projects attempt to shape collaboration in a stable visible way
requires considering the bottom-up forces at work: developers’ motivation whether and how to
contribute, users’ motivation to choose, support, or influence development, and factors that make
one project survive while another fails [98], as well as the top-down techniques leadership employs
in projects despite the relative lack of power that OSS leaders have over their communities [75].

In this research we investigate how consensus around a community’s direction is constructed,
maintained, and evaluated. We approach this by considering how roadmaps as an originally top-
down technique from industry are adapted and reconfigured to work for an OSS project. Roadmaps
can be understood as a layout of existing plans to make future decisions. They are usually a
visualization of further steps [97] intended to be open to later revision [79]. We do not investigate
what effect the choice of roadmapping had over some other method of coordination the community
could have chosen, or the process of deciding on the use of roadmaps in the first place; but rather
how they carried out the particular method they did choose, and its immediate effects during

Thttps://github.com/scala/scala/milestones
Zhttps://www.postgresql.org/developer/beta/
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one iteration. We look at an OSS roadmap’s creation, how it is applied, and how the community
evaluates its impact, by addressing the following research questions:

RQ1. What functions does a roadmap serve in an open source community?

RQ2. How does an open source community use a roadmap to fulfill those functions?

Our results show that although a roadmap appears superficially to be an edict from project leaders
specifying where resources should be applied, it in fact reflects a consensus among active developers
about where they wish to apply their efforts. Its power derives not just from the core developers’
ability to accept or reject changes, but because it reassures a would-be contributor that productive
developers are already motivated to collaborate with them, if they stick to roadmap-related topics.
The roadmap-building process helps these developers reach consensus, and community members
use the roadmap throughout the year as a rhetorical resource to cut off digressions and to signal
intention to cooperate with community goals.

2 BACKGROUND

These research questions address an apparent mismatch between the idea of volunteers coming
together to do work that motivates them, and roadmaps as plans that on their surface appear to be
telling people what to do. Prior research has only partly explained how open source collaborators
set directions, and literature on roadmapping in corporate settings appears to reveal little about
how roadmapping applies to volunteer projects. In this section we describe prior research in both
these areas.

2.1 The Problem of Coordinating Developer Effort in Open Source Software

In recent years, the use of OSS has become pervasive [35] among software developers resulting in
great economic value of OSS [20, 34] which is, however, largely invisible to the public. Although OSS
is often critical infrastructure [26], it is managed very differently from traditional infrastructure. Its
users can freely distribute, access, adapt, modify and redistribute source code for their own and for
community use. Analyses of OSS projects from various social and organizational perspectives have
shown that managing such a project requires taking into account developers’ distinct motivations
for contributing [5, 15, 38], benefits and rewards of contributing [13, 44, 54], preferred levels of
involvement [4, 62], building and managing social capital [66, 80], networking [60, 76, 77], and
differing communication and interaction strategies [6, 19, 33].

The varying motivations and characteristics raise the question of how OSS communities coordi-
nate to agree to and work towards common goals. We define “coordination” as many individuals
deciding how to work together effectively; that is, how to choose tasks that amount to collective
progress in a mutually agreeable direction as opposed to working at cross-purposes. OSS contribu-
tors and maintainers often work in a distributed and decentralized way, with very little hierarchy or
institutional structure [22, 99], and are more likely to engage in projects and tasks based on personal
interests [5]. Coordinating and organizing work in OSS projects therefore involves matching the
demand for effort (desired features and known bugs that will take time and specialized skills to
fix) with supply of effort (volunteers and paid developers who have their own motivations and
priorities).

2.1.1  Supply of and Demand for Development Work. Like any software, OSS requires maintenance
“to correct faults, improve performance or other attributes, or adapt to a changed environment” [48].
Unfulfilled demand for maintenance may render regular software obsolete. But for infrastructure,
the ramifications of insufficient maintenance are magnified because other projects and their users
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rely on the infrastructure; thus the demand for development effort is greater, coming from a large
dependent pool of projects and users. Prior research shows the demand for maintenance work,
such as issue fixes, testing, and documentation may depend on many factors: for example, the size
of the user base for a particular feature [56], or extent of upstream or interdependent projects [12].
Research on managing OSS requirements [73, 103] shows how demand is discovered, analyzed,
prioritized, and validated within discussions and issue requests. Popular projects need help triaging
user-reported issues [2, 104]. Infrastructures typically also need coordinators [65] who ensure that
individual projects have features needed for an infrastructure-wide release.

Skilled volunteers are motivated by factors such as their strength of identification with the
community [38], internal (e.g., self-use) and external (e.g., reputation) motivations [36, 45], a desire
to learn [102, 105], or long-term “hobbyist” status, in which developers become more deeply
involved and play a critical role in long-term viability [74]. Developers hired by industry also play
an increasing role in OSS development[28]. Firms are more likely to pay developers to participate
as a way of sharing the cost of innovation, creating demand for their complementary products
or services, establishing their technology as de facto standard, or attracting improvements or
complements for their products [100]. However, industry support for OSS projects carries some
risk of discouraging volunteers. But this can be mitigated by transparency in decision-making[101]
and negotiation of governance, membership, ownership, and control over production[58].

2.1.2  Matches and Mismatches in Effort Supply and Demand. Participants in OSS infrastructure
are generally free to contribute anywhere. These individual decisions bring about an emergent
allocation of effort across projects. But besides the decision-making of individual participants,
it is unclear what mechanism influences participants to apply effort where there is the greatest
need. In contrast, it is clear that in commercial firms participating in markets, the forces of supply
and demand determine price, a strong signal guiding the allocation of resources [9]. Economists
Dalle & David [21] were puzzled about “how, in the absence of directly discernible market links
between the producing entities and ‘customers, the output mix of the OSS sector of the software
industry is determined. Yet, to date, the question does not appear to have attracted any significant
research attention”. We were unable to find research that addresses this issue in the years since
then. The study of requirements management points out the difficulties of discovering, articulating,
and implementing needed features even when development effort is plentiful [103]. The lack of
development effort has been documented in the highly publicized Heartbleed bug [23], but we are
not aware of systematic studies of under-supply or how to recognize and address it. In total, the
research seems to support the conclusion that there currently is no general mechanism closing
the gap between demand for and supply of effort, except for the perceptions and decision-making
of individual developers. Yet infrastructure and effort mismatch are difficult for participants to
see[68].

2.1.3 Organizing and Allocating Work in Open Source Software Projects. OSS project leaders face
tradeoffs between openness and fostering a productive collaboration. Decision-making behind
closed doors can cause conflict that discourages volunteers, since they may feel their preferences
are not being considered [40]. But too much visibility into disagreements among leadership can
also lead to uncertainty among volunteers that decisions may not be firm and their contributions
may not end up being used [82].

With often only partial control and limited means of enforcement, OSS project leaders may rely
on social factors such as their technical reputation and community traditions to promote a vision
of the project’s direction [55, 64]. Publishing schedules and roadmaps can help get developers
to identify with and take responsibility for community goals [64]. Leaders may develop formal
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policies and guidelines for collaboration to give structure to developers’ work [40], and may assert
the authority to reject additions in a given software release [55].

Prior research has identified implicit ways that core members influence newcomers and peripheral
members to adopt cultural norms and practices. Hemetsberger and Reinhardt [37] describe a number
of mechanisms that core members of open-source projects such as KDE use to enculturate peripheral
members: for example that project’s manifesto® may discourage non-like-minded contributors, and
KDE’s leaders enforce norms through mailing list discussions and code review processes. Crowston
and Shamshurin [18] showed that core members of successful Apache incubator projects were more
communicative than in unsuccessful projects, and were more likely to use pronouns in a way that
suggested inclusiveness of the peripheral community. Gallivan [32], however, argues that rigorous
control, standardization, and measurability (“McDonaldization”) helps open source projects achieve
common objectives in virtual, distributed environments where trust relationships are difficult to
form; in particular despite potentially many mutual trust relationships in open-source communities,
control is a one-directional relationship from core to periphery.

2.2 Roadmaps in Commercial and OSS Development

Roadmaps are plans for use of resources over time, often created in iterative and reflective processes
[61] and intended to be open for changes [79]. The goal is to lay out existing plans, future decisions,
and visualize further steps [79, 97] that may be revised based on project results [41]. In commercial
contexts, developer resources and needs are coordinated explicitly by management, and roadmaps
are a tool to create, implement, and manage software in alignment with company strategies, product
life-cycles, and audiences [24, 30, 96].

In Software Product Management (SPM), roadmaps are a communicative tool for knowledge
sharing [81], consensus-reaching, and individual interpretation of goals by people involved in
development processes [47]. For example, product roadmaps present features to manage product
stages [49, 96], select and assign requirements [25], and connect teams to ensure the success of a
product within a larger time frame [30, 96]. To create roadmaps, information about audiences, their
characteristics, and needs is usually collected beforehand [7]. As a communicative tool, roadmaps
describe what will be (or should be) achieved in which way in a project, and how it will meet
business objectives [57].

Many OSS projects generate roadmap documents, including large OSS communities such as
React [67], Facebook Libra [84], Scala [85], and QT [95] as well as industry-produced OSS such as
AWS CloudFormation [14] and industrial coalitions like Open Service Broker [3]. These roadmaps
appear to have varying roles in the communities. Some seem to have multiple versions as if they are
being maintained and revisited, while others are one-time descriptions of envisioned future features.
However it is difficult for a casual observer to tell what importance these roadmap documents play.
In this research we choose the Rust Language community as particular example to examine its use
of roadmaps.

3 CASE STUDY: ROADMAPS IN THE RUST LANGUAGE PROJECT

Based on our theoretical propositions, we selected the Rust programming language as a single-case
study. It is appropriate both because of its popularity and its openness. Its popularity as infrastructure
means that there are many users who may pressure participants to make and implement good
choices about features and priorities. Its openness means that a rich variety of data about the Rust
compiler community’s working and decision-making processes is available from blogs, forums,
and GitHub repositories. Thus we have the opportunity to study in great detail a community

Shttps://manifesto.kde.org/
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making and implementing consequential choices together. This constitutes what Yin [106] calls a
“revelatory case” as it provides “an opportunity to observe and analyze a phenomenon previously
inaccessible to social science inquiry.”

The Rust programming language has been growing into the role of a popular and important part
of the software infrastructure [59]: many individuals, subteams, and outside organizations have a
stake in its future. Rust is promoted as being suitable for infrastructural code where performance
and reliability are important, such as web browser engines or in hardware devices with limited
resources; for that reason it is used by numerous big tech companies [70], such as Facebook and
Mozilla. The Rust community is organized in teams [69] and work groups. It has a large and active
social community, with a variety of blogs, chat rooms, forums, GitHub discussion threads, and
in-person conferences and meetings worldwide.

The Rust community adopted, then evolved, a roadmapping process, adding to the purposes that
the roadmap serves over time. After the release of version 1.0 in 2015 the Rust core team initiated
a process to organize and prioritize future work and to define future goals in all areas of Rust,
citing a need to sequence feature additions to avoid later rework, and prioritize features that would
solve many problems or benefit many users [51]. In 2016, the Rust team refined their RFC (request
for comments) process; RFCs are documents proposing significant changes to the project [93].
An overarching roadmap process was added to define initiatives as rallying points with concrete
goals, fixed time frames, and clear commitments from individuals. This process involves building
consensus in the community on project-wide goals, then proposing these goals for community
discussion through an RFC, and finally advertising and publishing the agreed upon goals as a yearly
roadmap.

The Rust core team [69] released the first Rust roadmap in February 2017 [94]. To create the
roadmap, the core team gathered priorities through a Rust community survey [92] and a commercial
user survey with companies using Rust [91]. For the 2018 roadmap, in addition to the annual survey
[83], the core team asked the Rust community to blog and post ideas for Rust in the next year
[87]. The Rust community submitted 100 blog posts with suggestions for the roadmap. The core
team then collected and incorporated the suggestions into an RFC for discussion and review [71],
and released the roadmap in March 2018 [88]. The 2019 roadmap followed a similar process [86]:
building on 73 community blog posts [72], a survey [90], and the RFC discussion, the core team
created the roadmap and released it in March 2019 [89]. Unlike previous years, the 2019 roadmap
was explicitly organized around Rust’s team structure, and made explicit mention of those teams
having their own roadmaps.

The process thus has evolved over four years to more thoughtfully sequence development, to
prioritize the worst problems and the most users, to elicit both broad (survey) and deep (narrative
blog post) input from the community, to devolve some planning to the separate teams in the form
of team-specific roadmaps, and, finally, to ensure that chosen initiatives are are not only needed,
but actually supported by people willing to commit to working on them.

3.1 The 2018 Rust roadmap

The 2018 roadmap, available at https://github.com/rust-lang/rfcs/blob/master/text/2314-roadmap-
2018.md, lays out four major goals: shipping a ‘Rust 2018° edition of the language, creating more
documentation support for intermediate-level Rust programmers, encouraging global spread of Rust
by adding internationalization support and links with local Rust groups, and finally, strengthening
the compiler’s work teams and their leadership. The document goes on to identify several concrete
things that need to be done to support those areas.
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The 2018 compiler release that is the Roadmap’s first goal focuses on support for four identified
use cases for the language: network services, WebAssembly (i.e. use in web browsers), command
line applications, and use in embedded devices.

The document also specifies a rough schedule for the year, starting with design work in February
and March 2019, focusing on RFCs, “buckling down” in April through July, focusing on development
work, “Fun!” in August through November, focused on forward-looking, exploratory features, and
“Reflection” in December.

The document ends with a brief discussion of ‘rationale, drawbacks, and alternatives’.

3.2 Other Rust documents

The Rust project publishes a great many documents defining their product, their community, and
its governance. Documents that are somewhat standard for open source projects, available at
the project’s GitHub site at https://github.com/rust-lang/rust, include a “README.md” telling
users what Rust is and how to install it, copyright and license files positioning the work legally,
“CONTRIBUTING.md” and “CODE_OF_CONDUCT.md” files laying out high level community
norms for how developers can contribute and how they are expected to interact, and “RELEASES.md”
describing the change history of the project at a high level. Beyond that the project provides a
wealth of deeper information, including “The Rust Programming Language™ that teaches the
language itself, the “Guide to Rustc Development™ teaching how the compiler works and going
into great depth about contribution norms and governance.

As of September 2019, beyond the compiler project itself, the Rust community had 147 other
GitHub repositories under its organizational umbrella, including the collection of RFCs and the
discussions around them https://github.com/rust-lang/rfcs (the annual roadmaps are found among
these RFCs); the other repositories hold auxiliary tools, bots, websites, and documents.

4 METHODOLOGY

Understanding how communities work is often a complex research matter that requires large data
collection. Our research benefits from the Rust community being very open and communicative;
they produce lots of publicly accessible artifacts that document community and software related
activities. Therefore, a high volume of data is available to researchers about how the community
builds, maintains, and evaluates consensus about its direction.

4.1 Data Collection

To analyze what functions a roadmap serves to the Rust community and how they use it to fulfill
those functions, we collected the following publicly available data produced by the Rust community.

4.1.1  Yearly Rust Roadmaps. We focused on the community-wide 2018 Rust roadmap and collected
the official roadmap document [88]. Because the Rust community introduced its first roadmap for
2017, analyzing the 2018 roadmap allows to look at the past and the following years’ roadmap to
include the community’s own reflection on how the roadmap was used. We collected 97 of the
100 blog posts [71] (3 were no longer retrievable) submitted by Rust community members during
the process of creating the 2018 roadmap, written in response to the core team’s call for goals and
directions for Rust in 2018.

4.1.2  Direct records of Rust compiler project work. The Rust community uses the RFC process to
find consensus on proposed substantial changes to the language, standard libraries, and also to

4https://doc.rust-lang.org/book/index.html
Shttps://rustc-dev-guide.rust-lang.org/
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Fig. 1. We gathered software engineering artifacts, GitHub comments, blog posts, and email interviews. We
analyzed software engineering artifacts and a set of pre-roadmap blog posts for roadmap-relevant content. We
analyzed GitHub comments, chats, blog posts, and interview text through qualitative coding, and statistically
analyzed Likert-scale answers in the email interviews. We describe the functions and mechanisms of the
roadmap by drawing on all three types of analysis.

community standards. Issues and PRs (pull requests: i.e. proposed specific edits to code) are often
linked to RFCs and show where the actual coding work of all contributors happens and to what
Rust contributors allocate their time and effort. Comments in these RFCs, issues, and PRs involve
discussions among contributors and teams. We scraped all code and discussion contents of GitHub
repositories associated with the Rust compiler project from Jan 1, 2018 to Dec 31, 2018, the time
frame for the 2018 roadmap. This data allowed us to analyze how much of which kind of work
(coding work and discussion work) by which people (core or peripheral people) adhered to the
topics called for in the roadmap.

4.1.3  Records of argumentation and discussion. To understand how participants used the roadmap
as a resource for argumentation during the year to affect decisions and priorities, we collected
excerpts from across several communication channels used by the Rust community (Table 1) in
which people explicitly mentioned the roadmap (i.e. explicit mentions of the word “roadmap” or
“road map”):

e Compiler project work We extracted roadmap mentions from the corpus of RFC, issue,
and PR discussions described above, excluding any mentions in the roadmap’s own RFC#2314
(https://github.com/rust-lang/rfcs/pull/2314).

e Posts in Rust blogs and forums Some participants in the Rust project, as in many OSS
communities, maintain personal and official community blogs to post about updates, goals,
ideas, or critical thoughts. To gather samples of participants explicitly using the existence
and content of the roadmap as a resource in argumentation about the project direction, we
searched for roadmap mentions in posts of main publicly accessible Rust blogs (Rust Blog
(https://blog.rust-lang.org), Inside Rust Blog (https://blog.rust-lang.org/inside-rust), Read Rust
(https://readrust.net), This Week in Rust (https://this-week-in-rust.org)) and the Rust Internals
forum (https://internals.rust-lang.org) from Jan 1, 2018 to Apr 23rd, 2019. This time period
was extended past the end of the year specifically to include posts advocating for content
for the 2019 roadmap, since they might contain reflections about the 2018 roadmap and its
content. The 2019 call for roadmap blog posts explicitly asked Rust contributors to reflect on
Rust in 2018 [86].

e Online team meetings: As an OSS community, Rust contributors characteristically are
distributed all over the world which is why meetings are mainly held online. The Rust
compiler team holds weekly meetings on the collaborative chat software Zulip (https://rust-
lang.zulipchat.com) to update, manage, monitor, and plan work, in working groups and
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Table 1. total number of collected data and excerpts of each data that mention "roadmap”

RFC, issue, and Blog posts | messages in
Blog and forum . .

PR comments osts reflecting Zulip total

on GitHub P on roadmap | chat threads
data collected 135,234 3,394 73 58,901 197,602
ti f
pentions o 59 110 28 144 341
roadmap

throughout the larger community. Zulip conversations are semi-public: members need to
create a free account and log in to participate, thus setting a low barrier to read or contribute
to the discussions. Anticipating that team members and contributors might use these online
meetings to discuss matters related to roadmaps and roadmap processes, we searched for
roadmap mentions in Rust team meetings held on Zulip starting from Jan 1, 2018 and extending
a few months beyond the end of 2018 to Apr 23rd, 2019, so as to also include reflection on
the 2018 roadmap that happened in early 2019.

In the textual data collected from GitHub comments, online meetings, and blog post we identified
a total of 118 participants by name and username who made at least one comment or multiple
comments regarding roadmaps. We anonymized participants (P001, P002, ..., P118) chronologically
by appearance in the different data sources. Five participants were core team members, 28 were
members of other teams, 85 were non-team members, and five were identified as working group
members (see Fig. 2).

4.1.4  Email Interviews. In addition to our data mining, we conducted short emailed structured
interviews with Rust contributors to contextualize some of our findings about the two research
questions. We generated a sample of community members stratified by level of community involve-
ment. To find highly involved members, we collected a list of all Rust team members and all blog
post authors for the 2018 road map (99 people at the time of the sampling). For the less-involved
members we chose a random sample of the same size, out of all other committers to the compiler
project who listed emails on their Github profiles. After later data cleaning (people with multiple
or invalid emails), we ended up with a list of 190 candidates. We mailed the interview to those
candidates, and 39 people responded (20.5% response rate). 24 of those identified themselves as
belonging to a Rust team, and 15 said they did not (see Fig. 2). As the email interviews were
conducted anonymously, we could not match participants with our existing list of participants in
Rust forums. Therefore, interview participants were anonymized and numbered separately (PS001,
PS002, ..., PS039). The interview questions asked Rust contributors about their experience with and
opinions on all Rust roadmaps of any year. The questions are shown in Appendix A.

4.2 Data Description and Analysis

Our case study includes data collected from GitHub to reconstruct the allocation of effort in code
work, textual data from several Rust community sources to analyze the communicative aspects of
creating and using roadmap documents and discussing work effort related to roadmap topics, and
answers from structured email interviews with Rust community members to triangulate results
obtained from the collected textual data. To analyze how the Rust community creates, uses, and
evaluates roadmaps, we decided to follow a mixed-method approach as quantitative or qualitative
methods by themselves could not sufficiently address our research questions [16]. We simultaneously
used quantitative and qualitative data collection methods and followed a convergent approach
to separately analyze the data sets and then combine results in the interpretation. Following this
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methodological approach, our goal was to generate a complete and deep understanding [17] of
how roadmaps are used to discuss and allocate effort.

We used a quantitative technique to estimate the proportion of work done during the year that
was relevant to the community-wide 2018 roadmap. We developed a roadmap topic heuristic for
determining whether a given piece of text was relevant to topics mentioned in the roadmap. The
purpose of the heuristic was to give us an objective way of saying whether a unit of discussion or
coding was part of the roadmap or not, and secondarily, which part of the roadmap it pertained to.
The heuristic starts with some hand-written regular expressions built around topics we found in
the 2018 roadmap, and identifies text by applying those regular expressions, and also by making
inferences about topics of “related” items, for example inferring that an issue that claims to track an
RFC probably addresses the same topic as the RFC does. Its output is a list of all issues, pull requests,
RFCs, and commiits, tagged as “in roadmap” or “not in roadmap”. The algorithm is described in
detail in Appendix B. We applied this heuristic to create two datasets:

e To identify where ideas in the roadmap came from, we applied this heuristic to the 97
retrievable blog posts that answered to the 2018 Rust call for roadmap blogs, generating
a mapping between 2018 roadmap topics and the blogs which the core team drew on in
preparing the roadmap. We also identified whether each post was written by a member of a
Rust team.

e To estimate the influence of the roadmap on work done throughout 2018, we applied the
heuristic to all Rust project issues and Rust project PRs, creating a data set consisting of one
record per PR or issue, tagged with: a (possibly empty) set of roadmap topics, the context of
discussion (issue, or PR), the type of contributor (Rust team member or not), and two measures
of work effort: discussion work and coding work. Discussion work was operationalized as
the number of characters of English text in PR and issue discussion threads (after removing
code snippets); coding work was operationalized as lines of code added or removed in the
Rust project commits associated with PRs.

These datasets distinguish individual participants as “team” vs “non-team”: we defined these by
scraping the membership of all Rust teams (Figure 2) from the project’s governance page °.

e

Rust core ) All Rust teams ) Rust code
team (9) 7 (191) contributors
" (2392)

Fig. 2. We classify Rust community members as “team” (191 people) or “non-team” (other participants,
whether contributing code or other effort), depending on whether they were listed on some team in https:
//www.rust-lang.org/governance on January 3, 2019. Although organizational literature often refers to “core”
and “peripheral” members, to avoid confusion we use the word “core” for the 9-person team the Rust

governance page identified as the “core team”, “team” to refer to the 191 members of teams (including core),
and “non-team” for the larger community periphery.

As a supplemental check on sources of ideas in the roadmap, we manually inspected the ten
commits to the 2018 Rust roadmap document in the GitHub Rust RFC project and summarized the
changes, looking for introductions of new topics (none were found). This was a small, relatively

Ohttps://www.rust-lang.org/governance, in January 2019 as retrieved from https://web.archive.org/web/20190103220022/
https://www.rust-lang.org/governance
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Table 2. Examples for applying codes to excerpts and sorting them into categories

Excerpt Code Category

“a key step in any successful WG is | point out need

going to be forming a **roadmap**” | for a roadmap
"it’s not the kind of change that’s

targeted for the roadmap this year”

creating a roadmap

using roadmaps to decline

rejecting an RFC allocating effort

informal effort since a cursory check showed that little substantial change to the RFC had been
made during the discussion. Complementing this quantitative technique, we also created a dataset
of hand-coded roadmap mentions from project work, team meetings, and blogs. Table 1 shows the
amount of data collected from each source. We extracted 341 excepts that mentioned "roadmap" or
"road map" from the collected data, tracking for each excerpt its author and source.

In our case study of textual data collected from GitHub comments, online meetings, and blog
posts, we followed a qualitative content analysis approach [42, 52] to characterize what people said
about roadmaps in the excerpts of these sampled Rust online artifacts.

We decided to use qualitative content analysis for our case study because the method is rooted
in social research but is not linked to any particular science or concepts [43]. This makes it a very
useful approach to study documents and artifacts across various data sources [8]. Content analysis
is profitable for mixed-method research as it comprises quantitative and qualitative methodology
and qualitative content analysis in particular allows the researcher to extract manifest and latent
information from different textual data [10].

We used a data-driven open coding approach across all collected excerpts from the text-based data
sources (GitHub comments, online meetings, blog posts) [52]. We performed inductive coding and
created preliminary codes to construct a coding scheme while processing through the qualitative
data. Open codes from all data sources were then combined into larger categories. In total, we
generated 91 codes (see Table 2 for code examples), that were then sorted into eight categories (see
Table 3).

Throughout the open coding process, the research team ensured a common shared agreement of
generated and applied codes. The coding of each varying textual data set (GitHub comments, online
meetings, blog posts) was based on the consistent use of codes by one researcher and the subsequent
review of generated and applied codes by a second researcher. In this process, little disagreement
was found. In such cases, the two researchers met to review, discuss, and refine the disagreed upon
codes in relation to the data source and to which research question the coded excerpt relates most.
Through this discussion and refinement, all disagreements were solved and codes were mutually
validated. This way of ensuring validity in qualitative research through agreement is an established
approach in the CSCW community [53] and matches our inductive coding approach for a qualitative
case study across varying textual data sources.

In addition to analyzing blog posts and online meetings, the structured email interviews served
to collect additional data to triangulate results we observed [29]. Interview questions asked about
how roadmaps influence decision-making, how helpful roadmaps are for the community, and how
roadmaps match personal work priorities (see Appendix A). We analyzed the numeric responses,
shown in Table 4. To identify themes in the textual responses, one researcher grouped responses to
each question into categories, and another researcher reviewed and challenged the categorizations.

5 RESULTS

In the following two subsections we answer the research questions: what does the roadmap
accomplish for the Rust community (RQ1), and how does it do so (RQ2).
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Table 3. Number of excerpts and number of codes applied per category

Category Num. excerpts | Num. codes applied

Creating a roadmap 134 17

Using roadmap to decline
. 33 13

allocating effort
Pointing effor.t to roadmap 26 12
topics

Executing a roadmap 81 28
Asking about a roadmap 11 4
Linking to roadmap documents 28 2
Praising the use of a roadmap 13 6
Criticizing the use of a roadmap 15 9
total 341 91

Table 4. Summary of responses to email interview. Q1-3 asked for textual explanations accompanied by a
Likert-style question on a five-point scale, where 3 would be a neutral answer, and 5 means the roadmap is
high in influence on respondent’s activities, helpfulness to them, and in alignment with the respondent’s
priorities. * = team and non-team differ (t-test, p<0.05). Questions are given in Appendix A

Question Likert answers (mean) Text answers (count)
overall | Team | Non-Team | Team | Non-Team
Q1 influence (1-5 scale) | 2.8 3.2 2.3* 10 6
Q2 helpful (1-5 scale) 4.1 4.2 4.0 11 7
Q3 priorities (1-5 scale) | 3.5 3.7 3.1* 11 3
Q4 improve (text) - - - 15 4
Q5 years (numeric) 3.7 3.8 3.5 - -
Q6 team (yes/no) - 24 yes | 15 no - -

5.1 Functions of the Roadmap

Building and using the roadmap appeared to serve neither the extreme of forcing team members’
agenda on a wider community, nor letting the broader user community choose a direction. Rather
it allowed team members and others to identify areas of consensus around project goals, and keep
focus on those goals through the year.

5.1.1 Reaching consensus of purpose among team members. The Rust team put out a call at the
beginning of 2018 asking the community to submit “blogposts reflecting on Rust in 2017 and proposing
goals and directions for Rust in 2018”. An analysis of those posts and the eventual 2018 roadmap
suggests that the Rust team indeed succeeded at soliciting input from people outside their team
structure: only 18 of the 97 retrievable blog posts collected were authored by people listed as team
members or alumni.

However, the blog posts responding to the solicitation did not seem to be a major source of novel
ideas from outside the central community; the resulting roadmap document was a synthesis of
shared ideas from many sources. Most (23 of 30) of the roadmap topics we could find in the blog
posts were mentioned by both team and non team blog posts. Only three topics were mentioned
only by team members, and four only by non team members. No single blog post contained more
than 12 of the topics, suggesting that the roadmap really is a synthesis of many perspectives, not
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Table 5. This table quantifies of two types of effort (discussion and code contribution) applied by the Rust
community, broken down by roadmap-relatedness and type of effort. The “total” figures show most discussion
and coding was about non-roadmap items; however the Bytes per issue and lines per PR figures show that
there was more effort per item about roadmap items.

Total issue # Bytes Total lines lines
+ = . + #PRs =
text issues per issue | of code per PR
Roadmap 31.6 MB + 2899 = 10915.0 246K + 680 = 362.2
Non Roadmap | 78.8 MB + 9092 = 8662.2 923 K + 3320 = 2779

simply a codification of an existing consensus. Nor did the RFC-style process for accepting the
roadmap after the core team had created it elicit completely new ideas from the community; rather
discussion consisted mostly of clarification and acceptance. The roadmap changed little from when
the core team proposed it on Jan 29, 2018, and its adoption on March 5th. Discussion (51 general
comments and 20 comments linked to lines in the document) led to little change during that time.
Besides typos, formatting, and clarifications, the main substantive change was a rewording to
more strongly emphasize compiler performance. In short, the process did not appear to generate
innovative new directions, but rather a consolidation of ideas that already had support but had not
previously been gathered together.

5.1.2  Focusing work during the year. Analysis of effort expended by the Rust community during
2018 demonstrates that the 2018 roadmap was neither followed religiously nor ignored completely.
Rather it represented a community focus, in the sense that its initiatives attracted proportionally
more coding and discussion per issue than issues not on the roadmap. Table 5 quantifies two types
of effort applied by the Rust community, broken down by type of effort (contributing to discussion
in GitHub threads, or writing code).

non-Roadmap Roadmap non-Roadmap Roadmap
non-
65.3 MB 24.7 MB team 353K 88K
non-
team
team 13.4 MB 6.9 MB team 569 K 158 K
Issue discussion (MB) Lines of Code (KLOC)

Fig. 3. Volume of discussion (left) and coding (right), broken down by team (n=191)/non-team (n=2392)
members, and by roadmap/ non-roadmap issues. Left figure measures discussion in megabytes; right figure
measures lines of code in pull requests in thousands of lines of code. Non-roadmap matters dominated in
volume, for both discussion and code. Non-team members did most discussion; team members did some what
more coding overall. Note that team members do more work per person, but there are vastly more non-team
members; and that roadmap issues involve more work per item than non-roadmap issues (see Table 5).

Roadmap matters constitute a minority of the work, but receive outsize attention. In the Rust
compiler project’s issue and PR threads, the Rust community generated 121,457 comments across
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11,991 different discussion threads during 2018 discussing proposed and ongoing development on
the Rust compiler. The hottest threads (i.e. Rust project issues or pull requests with the most bytes
of discussion) were more likely to be roadmap topics — 6 of the top 10 largest issue threads were
roadmap topics, but overall only 2899 out of 11991 (24%) of issues related directly to the roadmap, as
measured by our heuristic (y? = 6.989, p=.0082). In other words, roadmap topics were a community
focus, but the long tail of smaller efforts actually constituted most of the discussion. Discussion
of roadmap-related issues constituted on average 27.8% more text per issue than non-roadmap
issues. Roadmap issues included more text than non-roadmap issues (p=.0092, 2-tailed t-test of
log-transformed byte counts of issue discussions).

Although 21.1% of the lines of code added and deleted were roadmap-related, the same focus
relationship applied; only about 17.0% of PRs worked on were associated with the roadmap, but
these roadmap PRs were more substantial changes, averaging 30.4% more lines of code per PR
(p<.0001, 2-tailed t-test of log-transformed lines of code per pull request).

Thus although the majority of issues discussed and code changes proposed are not envisioned
in the roadmap, the ones that are in the roadmap consume proportionally more effort per issue,
especially from frequent contributors. The roadmap appears to serve as a focus of attention while
still allowing for a great deal of work outside its boundaries. Not everything the community agrees
on requires consensus-building or needs to be in the roadmap; some priorities, such as bug fixing,
are obvious.

When asked whether they followed the roadmap personally, twelve of the interviewees (PS002,
PS006, PS007, PS008, PS016, PS018, PS020, PS021, PS023, PS027, PS036, PS039) replied that Rust
roadmaps set a common direction for the community. Some emphasized common focus (T think
they give a clear focus point for the year, what the community wants to work on next, (...) see if
we accomplished our goals and what our next ones can or should be” —PS008, email interview),
while others emphasized an open, non-prescriptive attitude ( “Ostensibly, they should not be called
roadmaps, but they are helpful in the sense that they set *general™ priorities. Of course, a lot of other
things outside the roadmap will be worked on as you cannot command volunteers to do otherwise”
-PS016, email interview). Another said: “Roadmaps are independent of the actual work that we can
invest, so they can only ever guide” (PS021, email interview).

5.1.3  Prioritizing work for the core. Team members pay more heed to roadmap priorities than
non-team members do. Although the roadmap is pitched as a description of general community
priorities, there is evidence that some people, both team and non-team, perceive the roadmap as
especially relevant to the activities of team developers, and less important or binding for non-team
participants. Four of the 16 people who answered our interview question about how roadmaps
influenced their decisions about what to work on indicated that the roadmap applied most to
highly-involved people. One respondent, who claimed a fairly low (2/5) influence from the roadmap,
said: ‘T started contributing for my own learning and experience, roadmaps didn’t influence me to start
contributing but do influence what I contribute now that I'm more involved” (PS023, email interview).
Another, who claimed high influence (5/5) from the roadmap, said, “I'm on the core team and work
on subteams so the roadmap is directly related to the work I do” (PS039, email interview).

The amounts of text and code generated by participants support the idea that team members were
more likely to pay attention to roadmap issues: 87 out of the 108 team members who contributed
code in 2018 (81%) added a comment to at least one roadmap-related issue, while only 39% of
non-team contributors did so (1065 out of 2757); this difference in proportions was significant
( )(2 = 75.98, p<.00001). Still, the bulk of the work they did, regardless of role, was on non-roadmap
matters. 34.1% of the text team members wrote in issue comments was in roadmap-related issues
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(6.9MB out of 20.3MB in Figure 3), and 21.7% of the lines of code they wrote were in roadmap-
related PRs. Contributors not in teams had a similar proportion of roadmap work, with 27.4% of
issue comment text and 20.0% of code lines written being roadmap-relevant. It seems that teams’
proportionally greater preference to work on roadmap issues at the individual issue level does not
result in a vastly greater proportion of roadmap work done, by volume; this might be explained, for
example, by team members “touching” many issues in which they do not do the bulk of the work.

Although some developers have very particular issues that they prefer to work on, others,
especially team members, took cues from the roadmap when setting their own priorities. In the
interviews, people gave equivocal answers to the question of whether Rust roadmaps influence
their decision of what work to contribute: the average choice was 2.8 on a 1-5 scale, slightly closer
to “not at all” than the scale’s midpoint of 3. People who said they were on a team rated this higher
(3.2) than non-team respondents (2.3) (t-test, p<.01). Four of the people who elaborated on this
question said that they felt the roadmap was mostly relevant to important issues addressed by
team developers. Two specifically indicated that the presence of a feature in the roadmap gave
developers confidence to work on that feature, knowing that some change they wanted to work on
would be taken up by others in the community. One said they “only contribute drive-by [i.e. as a
one-off edit without much community engagement]when an itch needs scratching; roadmaps do
influence where I see a chance of scratching actually result in usable changes to the language” (PS001,
email interview). In short, the roadmap provides encouragement to work on certain issues, for
certain people, but most developers do not feel constrained to work on roadmap initiatives.

Influence between individual priorities and the roadmap ran both ways among interviewees.
People rated agreement with the roadmap’s priorities slightly positively: an average of 3.5 on the
1-5 scale, with team members significantly higher at 3.7 than non-team members at 3.1 (t-test,
p<.05). Out of 14 who chose to elaborate, causality ran both ways: two said their priorities matched
the roadmap’s because they helped write it, and three said they just happened to agree with its
priorities; on the other hand five said they pursued roadmap initiatives because they didn’t have
their own priorities, and three said they disagreed with the priorities but valued the importance of
having a shared goal more than getting their own way. One person said the roadmap priorities
were too vague to resolve the disagreements that were relevant in their working team.

5.1.4 Creating external visibility. Some saw the roadmap as also serving to communicate the
intentions of the Rust community to those outside the community, to make the community’s
trajectory more predictable. When first proposing the roadmap process, the author of the proposal
listed among its goals “Advertise our goals as a published roadmap.” and “Celebrate our achievements
with an informative publicity-bomb” [1].

In our interviews, four of the 14 people (PS001, PS005, PS006, PS038) who answered our question
about why roadmaps are valuable indicated that they helped the project communicate its vision
and intentions outside the project. One said the roadmap helps users plan by giving them “...) a
sense of which unstable features are OK to use in a project that’s planning to switch to stable in a
reasonable time frame” (PS001, email interview). Another respondent found them helpful as a way
to judge their own plans to use the language: ‘T consider Rust to still be a young language that is
not yet finalized, depending on the direction it goes it could be a deal-breaker for me” (PS038, email
interview).

5.1.5 Building a sense of group identity. In online team meetings on Zulip, the largest number of
roadmap mentions concerned creating roadmaps. The majority of mentions (63%, 91/144) were
by a single participant, P008, a core team member who championed both the roadmap and the
formation and strengthening of Rust’s team structure in 2018. P008’s rhetorical use of the roadmap
included emphasizing the need to start a separate roadmap, e.g. for a subproject, and suggesting
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and collecting roadmap topics for existing roadmaps. P008 emphasized benefits of having roadmaps,
such as successful collaborative work (“a key step in any successful WG is going to be forming a
**roadmap™*” -P008, core team member, online meeting), structuring work processes (‘I think
encouraging people to outline a roadmap with specific steps is a good idea” —P008, core team member,
online meeting), or reaching bigger and shared goals. They argued, for example, that creating
roadmaps is worth the effort put into it (“it’s worth taking the time to make the roadmap” -P008,
core team member, online meeting) and that work time is needed to create roadmaps.

A few non team members also mentioned a need for roadmaps to organize work effort ("We need
to open issues first, and to have some kind of roadmap" -P040, non team member, online meeting) but
were overall less committed to making decisions of how to create and manage roadmaps ("not sure
if we want to wait and collect all the appropriate tool/subteam roadmaps and publish one collectively?"
-P038, non team member, online meeting). In online meetings, non team members rather make
comments to show mostly strong support for roadmap creation in reaction to suggestions made by
core team members ("I think a roadmap is definitely a good idea, something to get working groups
working towards a goal could be helpful in keeping them active" —P045, non team member, online
meeting) or praise the effort made by team members to create and apply roadmaps ("I applaud all
this, can’t agree more on everything :)” -P048, non team member, online meeting).

Team members understood roadmaps as a useful planning tool for ongoing and future work
and to manage working groups and attract more contributors by presenting work areas and goals.
Roadmaps functioned to manifest topics working groups should focus on over a certain time which
is why team members gently pushed towards creating roadmaps, for example by suggesting a new
group begin with a very lightweight alternative to the complex community-wide process: (“I’'m not
imagining very long ’roadmaps’, just some bullets” -P008, core team member, online meeting). The
team members’ effort to have contributors and working groups start roadmaps illustrates the need
and the goal to organize and manifest work in written form and how especially the core team tries
to manage larger and general goals for the distributed Rust community.

** 2

5.1.6  Summary. The Rust community’s team members began with a diverse set of priorities as
individuals: the roadmap process was a way for team members to decide on a consensus focus of
attention, and commit to applying themselves to those things during the year. It gave them a way
to define themselves more strongly as a group by knowing that they had a shared purpose, and
there is some evidence that it gave peripheral participants a way to assert their identity with a
group, and for in-group members to gently channel outside contributions away from distracting
alternate paths. Although the process explicitly listened to input from outside the community of
Rust team membership, it did not in practice bring significant new ideas from outsiders into the
conversation.

5.2 Mechanisms of the Roadmap

A roadmap written and never referred to again might simply gather dust and bear no relation to
subsequent activity. The Rust community however appears to take the roadmap seriously after it is
written. Individuals used it to gauge whether their own ideas are likely to be supported by others,
to strengthen formation of teams, to discuss and argue with each other to encourage or discourage
proposed efforts, and to reflect on progress.

5.2.1 Assembling work groups. Although the roadmap, during its creation phase, helps the whole
community build consensus about its overall goals, developers also use it to find each other and
form collaborations to do more particular tasks.

In blog posts, team and non team members alike mentioned personal or project roadmaps as a
way to inform each other about work activities and promote plans of action. For example, they
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referred to detailed goals in project roadmaps (“There’s a bit more detail on the project roadmap”
-P091, non team member, blog post) or pointed out roadmap goals for work groups (“‘Embedded is
one of the four target domains in the Rust 2018 Roadmap (...)” -P084, non team member, blog post).
In one issue comment, a contributor motivated others to contribute ideas to the roadmap call for
blog posts to influence the Rust roadmap ( “Please write a Rust 2019 blog post and express this concern.
I think if enough of us do that, we can influence the roadmap” -P021, team member, issue comment).

Core team members in early 2018 pushed for creation of formal working groups for domains
that were defined as focus in the roadmap. In blog posts, team members emphasized that work
effort would be aimed at domain working groups ( “the primary focus of this year’s project is (...)
the domain working groups that we kicked off with our 2018 Roadmap” —P076, core team member,
blog post) and team leaders advertised to the community to allocate their resources to domain
working groups. Blog posts at the time announced new working groups for a domain or argued for
reorganizing existing working groups to better meet roadmap goals ( “The dev-tools team should be
reorganised to continue to scale and to support the goals in this roadmap” —P077, team member, blog
post).

Conversely, although the roadmaps are not promoted as being a complete list of things to work
on, they also serve to pre-warn developers that some things they might work on would not likely
attract much support or collaboration. In some RFC, issue, and PR comments, team members used
the roadmap to refer to the overall direction Rust should take. Even without definite future goals,
the mere existence of a roadmap process served to reject proposals not matching potential goals.
This included explanations such as, it is not the right time, not the right trend (“While the details of
roadmap is still in play, (...) this seems like a clear expansion with insufficiently strong motivation”
-P008, core team member, RFC comment), or not the right perspective (T don’t think that major
rework of enums currently aligns well with our current priorities or those priorities we are likely to set
in the upcoming roadmap” —P008, core team member, RFC comment).

5.2.2 Discouraging non-roadmap RFCs and basis for rejecting proposals. Team membership appears
to affect how people talk about the roadmap. Roadmap mentions by team members in RFC, issue,
and PR comments intended to point contributors to roadmap topics and away from the RFC
proposal (‘T'd like to draw attention to our 2018 roadmap” -P012, core team member, RFC comment).
However, team members often still valued developers’ ideas and motivated future work. For example,
they presented the prospect that a feature could make it on the upcoming roadmap (“could be an
interesting thing to consider for next year’s roadmap” —P002, team member, RFC comment).

The roadmap gave a justification for team members and especially for core team members to
dismiss proposals that did not fit well with the community’s vision for Rust, or that would take
too much significant effort away from current efforts. In comments on GitHub, the roadmap was
mostly mentioned as an argument in discussions for team members to decline proposed RFCs when
they did not seem to fit roadmap goals (“it’s not the kind of change that’s targeted for the roadmap
this year” -P002, team member, RFC comment). This argumentative strategy seems to go against
the perception of the roadmap as a mere guideline, instead posing roadmap goals as delimiting
boundaries to which work and effort should be allocated. Only some comments gave additional
explanations for declining such RFCs in relation to the roadmap. For example, the roadmap was
treated as a strict work plan when proposals are a possible threat to achieving roadmap goals (‘T
am pretty worried if we delay now we will have a hard time delivering on our roadmap for the year”
-P007, team member, issue comment). Team members also used the roadmap to reinforce something
perceived to be a true but insufficient reason to end RFC or issue discussions, for example, when a
proposal did not generate enough community interest (“There hasn’t been a lot of activity on this
RFC (...) it also doesn’t particularly fit the roadmap” —P008, core team member, RFC comment). They
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also defined adequacy of RFC discussions against the roadmap goals (‘T also don’t think this RFC is
of high enough priority to the Rust roadmap to devote a lot of attention to reaching consensus” -P018,
core team member, RFC comment). In other words, features that did not match the roadmap were
not worth the effort to find consensus within the community.

Although non-team members rarely used the roadmap to argue against features, one contributor
mentioned the roadmap to speak out against an issue (“Finally, ‘abstract type’s are not close on
the roadmap” —P011, non team member, RFC comment). Beyond its role then in consolidating
a consensus when it was created, the roadmap also is used as an argumentative resource for
encouraging work on shared goals, and discouraging work (and even extended discussion of work)
that risks becoming a distraction.

5.2.3 Reason to promote particular issues and PRs. We found in issue and PR comments non team
members mostly mentioned the roadmap by referring to, supporting, or emphasizing roadmap
goals in issue discussions or when asking about clarification or the status of roadmap goals. They
often argued in favor of features that were on or related to the roadmap (“Using build systems
other than/in addition to Cargo is explicitly a goal in the 2018 roadmap” ~P028, non team member,
issue comment). They often mentioned the roadmap as a strong reference to argue for working
on or implementing features, sometimes even with reference to previous roadmap topics (“Cargo
being able to integrate into larger build systems was I think on the 2017 roadmap” -P009, non team
member, RFC comment). In discussing work effort in issues and PRs, non team members also
pointed roadmap goals out to others (“Note for those who haven’t seen yet: macros 2.0 is apparently
slated to be _stable_ later this year, according to the proposed roadmap” —P021, team member, issue
comment).

5.2.4  Shared basis for later reflection. The Rust roadmap process promises a retrospective reflection
at the end of each year [1]. As part of that, the Rust core team asked people to reflect on 2018’s
roadmap when posing ideas for the 2019 Roadmap. The reflections within these posts mostly
evaluated progress on the roadmap’s particular initiatives. For example, posters praised progress on
WebAssembly (“2018 has been a really cool year for WASM and Rust” —-P116, team member, blog post
reflecting) or on futures and async/await (“A lot of progress was made on Futures async/await in 2018”
-P110, team member, blog post reflecting). People also criticized lack of progress in unfinished
tooling (“Tooling was a large part of the goal for Rust 2018. If one gets lucky, tooling around editor
and IDE support can “just work”, but many times it doesn’t.” -P071, non team member, blog post
reflecting) or missing libraries. Other posts commented on the features themselves, claiming that
changes made had no actual benefit for the users or were mistimed.

Reflections about the process itself were relatively rare. Developers mentioned that community
collaborative work processes had not yet improved as planned and that the community still needed
to better manage exhaustion and time spent on topics in general (“many of the key contributors to
rustc (...) were put under an enormous amount of pressure to get their changes shipped by the deadline”
-P086, non team member, blog post reflecting). Moving into 2019 as the efforts to reflecting on 2018
waned, blog posts mentioning roadmaps mostly highlighted work group achievements, such as
developments in the Rust package manager, cargo; WebAssembly goals and stabilization; and the
growth and increased productivity of Rust teams. This seems consistent with the 2019 roadmap’s
shift in emphasis towards team-specific roadmaps.

In our email interviews, 19 people (PS002, PS005, PS006, PS007, PS008, PS013, PS016, PS018,
PS021, PS023, PS025, PS028, PS029, PS030, PS032, PS035, PS036, PS037, PS039) responded to our
question about how roadmaps could be improved; all but two of these were people on teams. Most of
the suggestions seemed aimed at reinforcing the roadmap’s role as a commitment to achieve goals.
The most common suggestion (7 respondents: PS006, PS007, PS008, PS028, PS030, PS032, PS035)
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was better reflection about the process, in most cases at the end of the year during preparation of
the next roadmap. One respondent said: “Tt’d be nice to have a retrospective that examines how much
work for the year kept to plan, and to give a summary of how the language advanced in the desired
direction” (PS007, email interview). Seven respondents were satisfied with the process (PS002,
PS036, PS037) or said they had no opinion (PS005, PS013, PS023, PS029), but the rest had ideas for
improvements. Other suggestions were: less ambitious goals, more specific/concrete goals, and
better estimation of effort levels. Only two non-team members responded to this question; one of
these called for more stakeholder involvement, saying: “Figuring out low threshold way of bringing
library stakeholders into the projects where minimal time commitment is paramount” (PS018, email
interview).

5.2.5 Summary. The intention and process for creating a roadmap gave the community an oppor-
tunity and shared artifact around which to talk about and balance priorities, and define boundaries
and shared purpose when forming teams. During the year it was in effect, community members
used it in online discourse as justification for discouraging off-topic work, and as justification for
encouraging on-topic work. It also tipped the balance for individual decisionmaking about work
allocation by providing evidence that on-topic efforts would be supported by other community
members. Afterwards it served as a standard against which to evaluate progress over the year.

6 DISCUSSION

Rust’s roadmap process strikes a balance between openness to new ideas and people, and
unifying around common goals. As a popular programming language, there are many potential
contributors who could be welcomed and encouraged to help; but as mentioned above in Subsec-
tion 2.1.3, eliciting help from the peripheries of a community requires a balance between welcoming
openness, and predictable direction. Rust’s process seems to strike that balance by creating some
ceremony around the transition from openness to direction: they welcome input when building
the roadmap, then visibly commit to one direction when the roadmap is released. Although few
new ideas from outsiders appear to enter the roadmap through this process, they are enumerated,
summarized, and listened to. The fact that new ideas from outsiders have a non-zero chance of
being heeded may well be important for encouraging participation, just as the infinitesimal but
non-zero chance of winning a lottery is effective in encouraging broad participation.

Another advantage of the transparent roadmap creation process is that it confers legit-
imacy on the governing process [31]. A document with no visible grounding in such a process
might not be trusted as out of date, or as one individual’s interpretation of the community’s goals,
or even as intentions of a sponsoring organization like Mozilla. In contrast, by offering prospective
contributors the ability to gain knowledge and trust of a community’s true intentions, Rust might
be allowing them to more quickly gain a sense of belongingness to the community, a well-studied
motivator for contribution [38]. The fact that we observed non-team participants encouraging
others to work on PRs relevant to the roadmap suggests that they may be visibly signalling their
commitment to the community by demonstrating their familiarity with the roadmap.

When individual contributors can trust that planned work will be done by others in a
known timeframe, “divide and conquer” approaches to coordination may become more
viable. Howison and Crowston [39] found concurrent development of dependent contributions to
be rare in open source. When studying how open source projects performed complex multi-person
tasks, Howison and Crowston only observed developers either immediately adding contributions
when the necessary supporting code was already in place, or deferring contributions in the hopes
that someday that support would become available. They did not observe a pattern of multi-person
interdependent work, in which one developer proceeded on a feature, trusting that another developer
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would be writing supporting code at the same time. We hypothesize that such co-work may be
more common in projects that provide some trustable signal about others’ intentions. Searching
for such examples in Rust would be fruitful future work.

Team members, particularly the core team itself, play an important role in curating
suggestions and articulating a common vision. The core team influences the consensus built
and maintained by the roadmap process by:

e Framing community survey questions and requests for pre-roadmap blog posts, then choosing
among the answers to build a coherent set of initiatives.

e Using their visibility and respect to argue for their vision publicly, in blog posts, RFC and
issue discussions, forums, team meetings.

e Holding voting privileges over RFCs and merge rights for PRs; as mentioned earlier, while
most accepted RFCs do not align with the roadmap, the roadmap is sometimes used a way to
frame rejection of RFCs, usually that are problematic for other reasons.

e A roadmap allows core team members to take a role similar to a manager; this can be seen,
for example, in P008’s strategy in steering team and contributor effort by using the roadmap
as an agreed upon validation.

7 IMPLICATIONS FOR OTHER PROJECTS

A case study is useful for providing a deep example of how a process has played out in the real
world: as such it can provide experiences that other projects can learn from, but other projects
considering roadmapping need to consider how it applies to their own context.

A project may want to consider a roadmapping process if it is struggling to balance diverging
priorities and wants to strengthen a sense of shared direction. Based on our observation of a single
case, we suggest the following guidance:

o Actively solicit input from the larger community of developers as well as the core team. As
we saw in this case, the overlap in ideas can be very helpful in identifying areas of consensus
that already exist, and in letting those harboring ideas lacking in consensus that there is
unlikely to be significant effort, in the aggregate, applied to their ideas.

e Adopt a non-zero number of ideas from the community. It seems likely that in order to keep
the larger community engaged and interested, a few of the ideas from beyond the core team
should make it into the roadmap.

e The evaluation process should be open and fair. As with any form of governance, fairness
and openness convey a sense of legitimacy around the decision-making and enhance the
likelihood that the community will accept and act on the roadmap.

e Don’t expect all — or even most — of the development work and discussion to focus on
roadmap items. Nevertheless, significant progress on these items can be made, especially by
the most frequent contributors.

e Reflecting on the community’s progress against the roadmap and on the process by which
the roadmap was constructed can be helpful in creating future versions.

As we caution in the next section, however, this paper describes Rust’s experience building a
roadmap process for its own particular needs. It is not clear how this process would need to be
different for a community building different software, with different developers, for different users.

8 THREATS TO VALIDITY

Our results rely in part on detailed qualitative analysis. Qualitative studies mostly do not aim
at generalizability but at providing “a rich, contextualized understanding of human experience
through the intensive study of particular cases” [63]. We looked at the Rust community as a case
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study example on how OSS communities use roadmaps as organizational tools to manage and
allocate work effort to shared work goals. Interviewees may not have been representative of the
entire community; although our response rate was fairly high, there is a long tail of contributors,
and there may be some self-selection bias especially among low-volume contributors.

We do not know how typical Rust is of OSS communities with regard to its roadmap, so we only
speculate about how our findings might apply beyond Rust.

We identified a specific list of roadmap topics, and classified issues, PRs, and RFCs according to
those topics using a heuristic, described in Appendix B, that may undercount what work is or is
not from the roadmap. The boundaries of these topics are not well-defined, since features interact,
and work on a non-roadmap feature may be needed where it interacts with a roadmap feature, or
vice-versa. However we relied on titles and labels assigned by the community themselves, and our
mapping from roadmap topics to labels in many cases had a great deal of face validity.

We do not attempt to tease out the effectiveness of roadmaps as a coordination mechanism,
as compared to other ways of governing. Our focus was on understanding how this community
constructed and used roadmaps. Future work could address questions of effectiveness by, for
example, comparing quality, productivity, or community satisfaction before and after roadmap
adoption

9 CONCLUSIONS

In this work we set out to understand the functions of roadmaps for the Rust community, and how
they used it to fulfill those functions. To do this, we qualitatively examined the creation, management,
and reflection on consensus through the roadmap process, and estimated the proportions of
roadmap-related work done throughout the planned year.

We have shown that roadmap’s purposes included building and legitimizing consensus, focusing
and prioritizing collective attention, particularly for team members, building group identity, and
creating external visibility for the community’s plans.

The community accomplishes these purposes by assembling work groups around the roadmap’s
structure, using roadmap goals as justification for directing people towards roadmap-related work,
and by using the roadmap to ground reflection at the end of the year when planning for the next
year.

The power that the roadmap has to influence contributors’ choices during the year comes from
the fact that it comprises exactly those initiatives where collaborators are willing to help. Its
transparent process provides evidence of that willingness to other developers who are deciding
where to contribute their effort. During the roadmapped year, instead of strictly constraining
activity, the roadmap rather functioned to nudge contributors to work on collectively agreed upon
topics in case their focus would wander off to other, individually motivated, topics. In this way, the
roadmap enables the community to guide itself to areas of mutual interest, rather than commanding
effort on shared goals.

It thus guides the community, without the need to exert hierarchical power, and provides a useful
prediction about future development for people working on dependent projects.
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A EMAIL INTERVIEW QUESTIONS

e Q1. How much do Rust roadmaps influence your decision about what work you contribute
to the Rust project?
No influence at all 1 2 3 4 5 A lot of influence

e Explain (optional)

e Q2. In your opinion, how helpful are roadmaps for the Rust community?
Not at all helpful 1 2 3 4 5 Very helpful

e Can you explain in what way they are helpful or unhelpful? (optional)

¢ Q3. How much do Rust roadmaps (e.g. for working groups or projects) match your own
priorities for Rust?
Do not at all represent my priorities 1 2 3 4 5 Represent my priorities very
well

e Explain (optional)

e Q4. How could the use of roadmaps in Rust be improved in the future?

e Q5. How many years have you been involved with Rust?

e Q6. Have you been on any official Rust team or working group?
Yes No

B ROADMAP TOPIC HEURISTICS

We began by manually extracting a list of topics from the 2018 roadmap. To assign topics to
particular issues, PRs, and RFCs, we used the following method:

e Two researchers independently compiled a list of topics from this document, identifying
bullet points or lists in the text that appeared to identify specific features. One researcher’s
list was strictly longer (36 items) than the other’s (23 items), so the two discussed each of the
additional topics and included all but two of them, resulting in 34 topics.

Using the generated list, one researcher generated a list of proposed search keywords for

each topic, using acronyms, distinctive terms, or word sequences found in that part of the

roadmap, that the researcher judged would have high selectivity for distinguishing text about

that topic from general Rust discussion. The final list is shown in Table B

Labels (short strings used by GitHub to tag issues, RFCs, and pull requests) were assigned

to roadmap topics by applying the keywords to the labels’ descriptions as shown here:

https://github.com/rust-lang/rust/labels; for example the label A-net was assigned to topic

“network services” because it matched the search term “networking”. Both researchers checked

through this list of labels and their descriptions, and agreed that they matched the topics.

o This mapping was used to assign topics to all issues, PRs, and RFCs in rust (excluding so-called
“Rollup” PRs). An issue, PR, or RFC was assigned to a topic if it was tagged with a label that
mapped to that keyword.

o Topics were also assigned to RFCs, and tracking issues (a subset of issues formally tied to

certain RFCs) if the search terms matched the item’s title.

We then spread activation from RFCs to issues, issues to PRs and RFCs, and PRs to issues: that

is, an issue inherits the topic of an RFC if the RFC lists the issue as an official tracking issue.

A PR inherits the topic of an issue if the PR mentions the issue ID in its initial description.

This was not done recursively.

e We assign a commit to a topic if it was part of a non-Rollup PR of that topic that was eventually
merged into the main thread. We omitted commits with multiple parents (to avoid double
counting merges of commits) and commits of more than 100 files (to avoid commits that were
mass moves of files).
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o “Discussion effort” was operationalized as characters of text in the header and commentthread
of each RFC discussion, issue, or PR, excluding code embedded in those comments(which is
delimited by triple backticks).

e "Coding effort” was operationalized as lines of code deleted plus lines of code added.

e "Team contributors” were operationalized as anyone who was a member of the one of the
teams listed on Rust’s governance page at the beginning of 2018.

Also note that some development happened outside these repositories; for example there is a
rust-lang/cargo repository; we only capture aspects of development that affect the main compiler
project.

Table 6. Search terms for identifying 2018 roadmap topics in labels and text. The left and middle columns are
used as search terms within the descriptions of labels; the right column shows the labels that matched.

2018 Topic

Search Terms

Labels

add edition flag to rust-
fix

(edition AND rustfix) OR (2018
AND lint* AND rustfix)

async/await (async  AND await) OR A-async-await,
(async/await) AsyncAwait-Triaged,
AsyncAwait-Focus,
AsyncAwait-OnDeck, F-async_await
build system integra-
tion
cargo custom registries (Cargo AND registry) OR A-registry
(Cargo AND registries)
Cargo/Xargo integra- cargo AND xargo
tion
CLI apps (CLI app*) OR (CLI application®)
OR (command AND line AND
app*) OR (command AND line
AND application®)
Clippy (Clippy AND rustup) OR A-lint

(Clippy AND 1.0) OR (Clippy
AND 1 AND 0)

compiler optimizations

(optimization®) OR (optimisa-
tion*) OR (optimize) OR (opti-
mise)

A-optimization, A-LLVM, A-mir-opt

compiler parallelization

(parallelization) OR (parallelisa-
tion)

compiler-driven code
completion for RLS

(auto-complete AND RLS) OR
(completion AND RLS)

const generics

A-const-generics,
F-const_generics

custom allocator

custom AND allocator®

A-allocators

custom test frameworks

custom AND test AND frame-
work*

F-custom_test_frameworks

embedded device

embedded

WG-embedded

GATs

(generic AND associated AND
type*) OR (associated AND type
AND constructor®)

F-generic_associated_types

generator

A-generators, F-generators
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Table 6. (continued)

Klug et al.

2018 Topic

Search Terms

Labels

improve compiler error
message

error* AND message*

A-diagnostics,
F-on_unimplemented

incremental AND complilation

A-incremental,
WG-compiler-incr

A-incr-comp,

incremental compila-
tion
internationalization

(internationalization) OR (inter-
nationalisation)

macros 2.0 hygiene

(macro®* AND hygiene) OR
(macro* AND 2.0) OR (macro*

A-hygiene, A-macros-2.0

AND 2 AND 0) OR (hygiene)
MIR-only rlibs MIR AND rlib*
modules revamp modules A-modules
network services networking A-net
non-lexical lifetimes (NLL) OR (non AND lexical A-NLL, NLL-complete,

AND lifetime*) OR (non-lexical
AND lifetime*)

NLL-diagnostics,
NLL-fixed-by-NLL, NLL-performant,
NLL-polonius, NLL-reference,

NLL-sound
public dependencies in  (cargo AND libstd) OR (cargo
cargo AND std) OR (cargo AND
xargo)
revise cargo profiles cargo AND profile* A-profile
RLS 1.0 RLS A-language-server, A-rls

rustdoc RLS-based edi-
tion

RLS AND rustdoc

rustfmt rustfmt

Ship or drop er- (ergonomics AND rfc) OR (er- Ergonomics Initiative
gonomics RFCs gonomics AND initiative)

SIMD A-simd, F-simd_ffi

stabilize impl Trait

impl Trait

A-impl-trait,
F-impl_trait_in_bindings,
F-type_alias_impl_trait

tokio

web assembly

(webassembly) OR (wasm) OR
(web assembly)

0-wasm
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